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Data Structures

Q1: Write a program to check if a given BST is AVL or not.

Code:

// AVL Tree Implementation..

#include<iostream>

using namespace std;

    class node {

    public:

    int data;

    node\* left, \*right;

    int height;

    node(int data){

        this->data=  data;

        left= right= NULL;

        height=0;

        }

    };

class AVLTree{

    private:

    //private data member and methods

    node\* root;

    node\* Insert( node\* root, int val);

    node\* Delete(node\* root,int data);

    node\* PreOrderTraversal( node\* root);

    node\* FindMax(node\* root);

        // Rotation

    node\* singleRightRotate(node\* &t);

    node\* singleLeftRotate(node\* &t);

    node\* doubleRightLeftRotate(node\* &t);

    node\* doubleLeftRightRotate(node\* &t);

    int height(node \*N);

    bool isAVL(node\* root);

    int getBalance(node \*N);

    public:

    AVLTree(){

        root= NULL;

    }

    void    Insert(int val){

       root= Insert(this->root,  val);

   }

    void    Delete(int val){

    root = Delete(this->root, val);

   }

    void PreOrderTraversal(){

        PreOrderTraversal( this->root);

    }

    bool isAVL()

    {

        if(isAVL(root))

    cout << "Given tree is AVL" << endl;

else

    cout << "Given tree is not AVL" << endl;

    }

     int height(node\* t)

    {

        return (t == NULL ? -1 : t->height);

    }

    int length(node\* r){

        int  lh=0,rh=0;

        if(r==NULL)

         return -1;

        if(r->left!=NULL){

            lh++;

            lh+=length(r->left);

        }

        if(r->right!=NULL){

            rh++;

            rh+=length(r->right);

        }

        if(rh>lh) return rh;

        else return lh;

    }

    int treeHeight(node \*t)

    {

    int static l\_height=0;

    int static r\_height=0;

    if (t == NULL)

        return -1;

    else

    {

    l\_height = treeHeight(t->left);

       r\_height = treeHeight(t->right);

        if (l\_height > r\_height)

            return (l\_height + 1);

        else

            return (r\_height + 1);

    }

    }

};

int main (){

    AVLTree tree1;

      tree1.Insert(30);

    tree1.Insert(20);

    tree1.Insert(40);

    tree1.Insert(15);

    tree1.Delete(40);

    cout<<"Pre Order Print (Root--left--Right)"<<endl;

    tree1.PreOrderTraversal();

    tree1.isAVL();

    return 0;

}

node\* AVLTree::Insert(node\* t, int val ){

 if (t==NULL)

    {

         t= new node(val);

    }

    else if (t->data== val){

        cout<<"Record already exist"<<val<<endl;

    }

    else if (val < t->data) // insert on left s

    {

        t->left = Insert(t->left , val );

         int bf= height(t->left) - height(t->right);

            if(bf == 2)

            {

                if(val < t->left->data)

                    t = singleRightRotate(t);

                else

                    t = doubleLeftRightRotate(t);

            }

    }

    else if (val > t->data) // Right side

        {

        t->right= Insert( t->right,val);

        int bf=height(t->right) - height(t->left);

            if(bf == 2)

            {

                if(val > t->right->data)

                    t = singleLeftRotate(t);

                else

                    t = doubleRightLeftRotate(t);

            }

    }

    t->height = max(height(t->left), height(t->right))+1;

    return t;

}

node\* AVLTree::doubleRightLeftRotate(node\* &t)

    {

        t->right = singleRightRotate(t->right);

        return singleLeftRotate(t);

    }

node\* AVLTree::doubleLeftRightRotate(node\* &t)

    {

        t->left = singleLeftRotate(t->left);

        return singleRightRotate(t);

    }

node\* AVLTree::singleRightRotate(node\* &t)

    {

        node\* u = t->left;

        t->left = u->right;

        u->right = t;

        t->height = max(height(t->left), height(t->right))+1;

        u->height = max(height(u->left), t->height)+1;

        return u;

    }

node\* AVLTree::singleLeftRotate(node\* &t)

    {

        node\* u = t->right;

        t->right = u->left;

        u->left = t;

        t->height = max(height(t->left), height(t->right))+1;

        u->height = max(height(u->right), t->height)+1 ;

        return u;

    }

node \* AVLTree::Delete(node\* r, int data)

{

    if(r==NULL)

     return r;

    else if(data < r->data)

        r->left = Delete(r->left, data);

    else if (data> r->data)

        r->right = Delete(r->right, data);

    else

    {

        //No child

        if(r->right == NULL && r->left == NULL)

        {

            delete r;

            r = NULL;

            return r;

        }

        //One child on left

        else if(r->right == NULL)

        {

            node\* temp = r;

            r= r->left;

            delete temp;

        }

        //One child on right

        else if(r->left == NULL)

        {

            node\* temp = r;

            r= r->right;

            delete temp;

        }

        //two child

        else

        {

            node\* temp = FindMax(r->right);

            int x= r->data;  //

            r->data = temp->data;

            temp->data= x;

            r->left = Delete(r->left, temp->data);

        }

    }

     if(r == NULL)

            return r;

        r->height = max(height(r->left), height(r->right))+1;

        int bal = height(r->left) - height(r->right);

            if(bal>1){

                if(height(r->left) >= height(r->right)){

                    return singleRightRotate(r);

                }else{

                    r->left = singleLeftRotate(r->left);

                    return singleRightRotate(r);

                }

            }else if(bal < -1){

                if(height(r->right) >= height(r->left)){

                    return singleLeftRotate(r);

                }else{

                    r->right = singleRightRotate(r->right);

                    return singleLeftRotate(r);

                }

            }

        return r;

}

node\* AVLTree::FindMax(node\* r){

    while(r->right!=NULL){

        r= r->right;

    }

    return r;

}

node\* AVLTree::PreOrderTraversal( node\* r){

     if (r == NULL)

        return NULL;

    cout << " "<< r->data << " -> ";

    PreOrderTraversal(r->left);

    PreOrderTraversal(r->right);

}

int height(node \*N)

{

    if (N == NULL)

        return 0;

    return N->height;

}

int getBalance(node \*N)

{

    if (N == NULL)

        return 0;

    return height(N->left) - height(N->right);

}

bool isAVL(node\* root){

// An empty tree is AVL

if (root == NULL)

return true;

// Get the balance factor of root node

int balance = getBalance(root);

// If the balance factor is greater than 1 or less than -1, then it is not AVL

if (balance > 1 || balance < -1)

    return false;

// Recursively check if left and right subtrees are AVL

return isAVL(root->left) && isAVL(root->right);

}

Q2: Provide a C++ implementation of AVL tree must include.

● Recursive RR

● Recursive LL

● Recursive RL

● Recursive LR

● Apply on BST Insertion

● Finding Balancing Factor

● Display Nodes

● Test Your Code

Code:

// AVL Tree Implementation..

#include<iostream>

using namespace std;

    class node {

    public:

    int data;

    node\* left, \*right;

    int height;

    node(int data){

        this->data=  data;

        left= right= NULL;

        height=0;

        }

    };

class AVLTree{

    private:

    //private data member and methods

    node\* root;

    node\* Insert( node\* root, int val);

    node\* Delete(node\* root,int data);

    node\* PreOrderTraversal( node\* root);

    node\* FindMax(node\* root);

        // Rotation

    node\* singleRightRotate(node\* &t);

    node\* singleLeftRotate(node\* &t);

    node\* doubleRightLeftRotate(node\* &t);

    node\* doubleLeftRightRotate(node\* &t);

    int balance\_fact(node \*point);

    int path(node \*point);

    int getBalance(node\* t);

    public:

    AVLTree(){

        root= NULL;

    }

    void    Insert(int val){

       root= Insert(this->root,  val);

   }

    void    Delete(int val){

    root = Delete(this->root, val);

   }

    void PreOrderTraversal(){

        PreOrderTraversal( this->root);

    }

     int height(node\* t)

    {

        return (t == NULL ? -1 : t->height);

    }

    int length(node\* r){

        int  lh=0,rh=0;

        if(r==NULL)

         return -1;

        if(r->left!=NULL){

            lh++;

            lh+=length(r->left);

        }

        if(r->right!=NULL){

            rh++;

            rh+=length(r->right);

        }

        if(rh>lh) return rh;

        else return lh;

    }

    int treeHeight(node \*t)

    {

    int static l\_height=0;

    int static r\_height=0;

    if (t == NULL)

        return -1;

    else

    {

    l\_height = treeHeight(t->left);

       r\_height = treeHeight(t->right);

        if (l\_height > r\_height)

            return (l\_height + 1);

        else

            return (r\_height + 1);

    }

    }

};

int main (){

    AVLTree tree1, tree2;

      tree1.Insert(30);

    tree1.Insert(20);

    tree1.Insert(40);

    tree1.Insert(15);

    tree1.Delete(40);

    cout<<"Displaying nodes"<<endl;

    tree1.PreOrderTraversal();

    return 0;

}

node\* AVLTree::Insert(node\* t, int val ){

 if (t==NULL)

    {

         t= new node(val);

    }

    else if (t->data== val){

        cout<<"Record already exist"<<val<<endl;

    }

    else if (val < t->data) // insert on left s

    {

        t->left = Insert(t->left , val );

         int bf= height(t->left) - height(t->right);

            if(bf == 2)

            {

                if(val < t->left->data)

                    t = singleRightRotate(t);

                else

                    t = doubleLeftRightRotate(t);

            }

    }

    else if (val > t->data) // Right side

        {

        t->right= Insert( t->right,val);

        int bf=height(t->right) - height(t->left);

            if(bf == 2)

            {

                if(val > t->right->data)

                    t = singleLeftRotate(t);

                else

                    t = doubleRightLeftRotate(t);

            }

    }

    t->height = max(height(t->left), height(t->right))+1;

    return t;

}

node\* AVLTree::doubleRightLeftRotate(node\* &t)

    {

        t->right = singleRightRotate(t->right);

        return singleLeftRotate(t);

    }

node\* AVLTree::doubleLeftRightRotate(node\* &t)

    {

        t->left = singleLeftRotate(t->left);

        return singleRightRotate(t);

    }

node\* AVLTree::singleRightRotate(node\* &t)

    {

        node\* u = t->left;

        t->left = u->right;

        u->right = t;

        t->height = max(height(t->left), height(t->right))+1;

        u->height = max(height(u->left), t->height)+1;

        return u;

    }

node\* AVLTree::singleLeftRotate(node\* &t)

    {

        node\* u = t->right;

        t->right = u->left;

        u->left = t;

        t->height = max(height(t->left), height(t->right))+1;

        u->height = max(height(u->right), t->height)+1 ;

        return u;

    }

node \* AVLTree::Delete(node\* r, int data)

{

//    node \* r= root1;

    if(r==NULL)

     return r;

    else if(data < r->data)

        r->left = Delete(r->left, data);

    else if (data> r->data)

        r->right = Delete(r->right, data);

    else

    {

        //No child

        if(r->right == NULL && r->left == NULL)

        {

            delete r;

            r = NULL;

            return r;

        }

        //One child on left

        else if(r->right == NULL)

        {

            node\* temp = r;

            r= r->left;

            delete temp;

        }

        //One child on right

        else if(r->left == NULL)

        {

            node\* temp = r;

            r= r->right;

            delete temp;

        }

        //two child

        else

        {

            node\* temp = FindMax(r->right);

            int x= r->data;  //

            r->data = temp->data;

            temp->data= x;

            r->left = Delete(r->left, temp->data);

        }

    }

     if(r == NULL)

            return r;

        r->height = max(height(r->left), height(r->right))+1;

        int bal = height(r->left) - height(r->right);

            if(bal>1){

                if(height(r->left) >= height(r->right)){

                    return singleRightRotate(r);

                }else{

                    r->left = singleLeftRotate(r->left);

                    return singleRightRotate(r);

                }

            }else if(bal < -1){

                if(height(r->right) >= height(r->left)){

                    return singleLeftRotate(r);

                }else{

                    r->right = singleRightRotate(r->right);

                    return singleLeftRotate(r);

                }

            }

        return r;

}

node\* AVLTree::FindMax(node\* r){

    while(r->right!=NULL){

        r= r->right;

    }

    return r;

}

node\* AVLTree::PreOrderTraversal( node\* r){

     if (r == NULL)

        return NULL;

    cout << " "<< r->data << " -> ";

    PreOrderTraversal(r->left);

    PreOrderTraversal(r->right);

}

int path(node \*point){

    if(point==NULL){

        return 0;

        }

    else{

            int left=path(point->left);

            int right=path(point->right);

            if(left>right){

            return left+1;

            }

            else return right+1;

        }

    }

int balance\_fact(node \*point){

        int left=0;

        int right=0;

        if(point!=NULL){

        if(point->left!=NULL){

        left=path(point->left);

        }

        if(point->right!=NULL){

        right=path(point->right);

        }

        }

        return left-right;

    }

Output:

![](data:image/png;base64,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)

The END---------------------------------------------------------------------------------------------------------------